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Prerequisites

For the full understanding of the contents of the course, it is convenient to have a basic
ability in programming and a good knowledge of how programs execute in computers.
For this, you should have completed Programming laboratory and Software engineering
courses (programming), as well as Computer structure, Operating systems and
Computer architecture (program execution model).

Objectives and Contextualisation

This course is the first within the subject of Design of application-oriented computing systems, which deals with
the development of systems that run the algorithms of specific applications under a set of stringent
requirements. For example, it is not enough for a mobile device to be capable of displaying a video, it must be
done at 25 images per second, synchronizing it with audio and consuming as little energy as possible.
Therefore, the main goal of the subject is to know how to design algorithms and the implications that each
design has in the cost of the application depending on the very algorithm and how it is implemented, that is, in
accordance to the chosen execution platform.

In this context, the Embedded systems' course objective is that students acquire the following competences:

® Understand the various fields of application of embedded systems.
® Have notions of the usual requirements of each application domain, including those in real time.
® Understand the aspects of security, reliability and robustness of the systems.


https://sia.uab.cat/servei/ALU_TPDS_PORT_ENG.html

® Understand the methodology of the development of embedded systems.

® Understand the various systems' computational models.

® Have practical skills with the design and manipulation of state-based computational models.

® Understand the basic elements of embedded system architectures.

® Have acquired the rudiments of platform-based design.

® Know how to estimate implementation costs based on the computational models of the systems.

® Understand the problem of partitioning systems and be aware of the different approaches to do it.

® Have the rudiments of programming and hardware description languages for the implementation of the
systems.

Competences

Computer Engineering

® Acquire personal work habits.

® Capacity to design, develop, evaluate and ensure the accessibility, ergonomics, usability and security of
computer systems, services and applications, as well as of the information that they manage.

® Communication.

® Have the capacity to define, evaluate and select hardware and software platforms for the development
and execution of computer systems, services and applications.

® Have the capacity to develop specific processors and embedded systems and to develop and optimise
the software of said systems.

® Work in teams.

Learning Outcomes

Accept and respect the role of the various team members, and its different levels of dependence.
Analyse the requirements of computer applications.

Compare and evaluate the possible platforms that can fulfil the requirements of applications.
Identify the needs of the specific application that must be resolved.

Identify the security needs that embedded systems have to fulfil.

Manage time and resources available. Work in an organized manner .

Use English as the language of communication and professional relations .

Work independently.

©®NOOrWN =

Content

1. Introduction

1.1. Application domains of embedded systems

1.2. Study cases

1.3. Systems engineering

2. Design methodology

2.1. Design flow

2.2. Functional and non-functional requirements' analysis
2.3. State-based computational models

2.4. State machine nets



2.5. Hardware architectures

2.6. Real-time operating systems
2.7. Software architectures

2.8. Architectural platforms

3. Implementation methodology
3.1. Refinement

3.2. Reusability

3.3. Partitioning and scheduling

3.4. Software and hardware syntheses

Methodology
Teaching is structured in the following face-to-face activities:

Theory classes: Presentations of course contents, with a first part that is devoted to the dissemination of the
necessary knowledge for the analysis and the design of cyber-physical systems, and to explain cases that
situate in context the knowledge and the abilities that are acquired during the course. The second part will be
devoted to the discussion of problems that will be dealt with in the corresponding seminars.

Problem-solving seminars: Discussion of small case studies (for example, control of a microwave oven) that
serve to consolidate theoretical knowledge regarding the analysis and design of cyber-physical systems.

Laboratory practices: Team work at laboratory, following a walk-through guide under the supervisions of a
teacher. Each session will deal with a specific aspect regarding the implementation of cyber-physical systems.

There is a very important part of team work outside the classroom and the laboratory. In this sense, each
member of each team will have to assume different roles for each assignment. This also means having to work
in an organized way and know how to work autonomously when appropriate.

TRANSVERSAL COMPETENCES

In this course, students are expected to acquire autonomy and organizational skills in their own work as well as
basic competence in team work, and in English.

In this sense, there will be a part of the assessment of each of the corresponding learning results:

T03.02. Assume and respect the role of each member of the team, as well as the different levels of team
dependence: The course project is a teamwork and the final report and defense must detail what each member
has done.

T02.01. Work autonomously: Each person must solve problems and do its corresponding part of the project on
its own.

T02.03. Manage time and available resources. As for the course project, teams must work in an organized way
and each member has to commit tohis or her role. In any case, all late submissions have penalties depending
on the delay, which compel students to manage the time so that their team can meet the required time
requirements.



T04.03. Use English as the language of communication and professional relationship of reference: Most of the
material is in English to promote the learning of this language and it is positively valued that the reports of the
project or the solutions are written in English.

Annotation: Within the schedule set by the centre or degree programme, 15 minutes of one class will be
reserved for students to evaluate their lecturers and their courses or modules through questionnaires.

Activities

Title Hours ECTS Learning Outcomes

Type: Directed

Laboratory: Course project development 12 0.48 2,1,3,6,8
Problem-solving: Problem solution proposals and discussion 12 0.48 2,1,3,6,8
Theory: Attendance and participation in theory classes 22 0.88 4,5

Type: Supervised

Additional problem-solving activities 6 0.24 2,3,6,8

Course project follow-up tutoring 6 0.24 2,3,6,8

Type: Autonomous

Assignment: Project development and report writing 12 0.48 2,1,3,6,8,7

Problem solving and report writing 24 0.96 2,1,3,6,8,7

Study 26 1.04 4,5,8
Assessment

a) Procedure and assessment activities' plan

The assessment is continuous with specific activities (exams and assignments) throughout the course. These
assessment activities generate a series of grades that determine the final grade.

The calculation of the final grade, n, follows the expression:
n = max( x-50% + ¢:25% + p-25%, x-75% + p-25% )
where X, ¢, and p are the grades of the exam, continuous assessment, and project parts, respectively.
The final grade will be, at most, 4.5 if x or p <5. In other words, exam and project must be passed separately.

Note that, in case the continuous assessment does not improve the final grade, it is disregarded, thus the final
grade is the maximum of the grades with or without the continuous assessment.

The exam grade (x) is the grade obtained from the final exam, which can be retaken.

Continuous assessment grade (c) is calculated from a weighted average of continuous assessment tests along
the course. Typically, there will be three of these.



The grade awarded for the project (p) will be the result of a weighted average of the grades of the follow-up
reports and the final report and project defense.

b) Assessment activities schedule

The dates of the continuous assessment theory and problem-solving tests, assignment submission deadlines
will be published on the Campus Virtual (CV) and may change to adapt to eventual incidents: it will always be
reported previously through the CV since it is understood that it is the usual communication platform between
lecturers and students outside the classroom.

c) Re-assessment procedures

Late submissions, subject to prior notice, will be accepted and penalized with a lower grade. Late submissions
without prior notice or justification of force majeure will not be accepted. A second submission period may be
opened for reports that receive a negative evaluation. Unaccepted or unsubmitted assignment reports will be
scored 0 and will not have the option of a second assessment.

In accordance with the coordination of the Degree and the deanship of the School of Engineering, the following
activities cannot be re-assessed:

- Project, 25% of the final grade
The continuous assessment can be made up by the final examination.
There is a make-up exam for the final examination, too.

d) Assessment review procedure

Assessment activities can be reviewed any time after corresponding grades are published and before the
deadline for the revision of the final exam.

Should the change of a grade be agreed upon, that grade may not be modified in a later review.
No reviews will be done after the closure of the reviews of the final exam, but for the make-up exam.

e) Grading

A "non-assessable" grade is assigned to students that have not participated in any assessment activity. In any
other case, not participating in an assessment activity scores 0 in the weighted average computation.

Honours will be awarded to those who obtain grades greater than or equal to 9.0 in each part, up to 5% of
those enrolled in descending order of final grade. They may also be granted in other cases, provided that they
do not exceed 5% and the final grade is equal to or greater than 9.0.

f) Irregularities, copies andplagiarism

Copies are evidences that the work or the examination has been done in part or in full without the author's
intellectual contribution. This definition also includes attempts of copying in exams and reports, and violations
of the norms that ensure intellectual authorship. Plagiarisms refer to the works and texts of other authors that
are passed on as their own. They are a crime against intellectual property. To avoid plagiarism, quote the
sources you use when writing the corresponding work reports or examinations.

In accordance with the UAB regulations, copies or plagiarisms or any attempt to alter the assessment result,
for oneself of for others, like e.g. letting other copy, imply a final grade for the corresponding part (exam,
continuous assessment or project) of 0 in the computation of the final score and failing the course. This does
not limit the right to take action against perpetrators, both in the academic field and in the criminal.

g) Assessment of repeaters

There is no differentiated treatment for repeaters, but they can take advantage of their own material from the
previous year provided it is informed in the corresponding reports.



h) Single assessment

This course does not have a single assessment procedure.

Assessment Activities

Title Weighting Hours ECTS Learning Outcomes

Continuous assessment tests (3) 25 6 0.24 2,3,4,8

Final exam 50 2 0.08 4,5

Make-up exam 50 2 0.08 4,5

Project defense 12,5 10 0.4 2,1,3,6,8,7

Project follow-up reports (5) 12,5 10 0.4 2,1,3,6,8,7
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